**Java TreeSet**

**Introduction**

The TreeSet is one of two sorted collections (the other being TreeMap).TreeSet extends AbstractSet and implements the NavigableSet interface. It creates a collection that uses a tree for storage. Objects are stored in sorted, ascending order according to natural order. Optionally, you can construct a TreeSet with a constructor that lets you give the collection your own rules for what the order should be (rather than relying on the ordering defined by the elements' class) by using a Comparable or Comparator.

Access and retrieval times are quite fast, which makes TreeSet an excellent choice when storing large amounts of sorted information that must be found quickly. TreeSet might not be used when our application has requirement of modification of set in terms of frequent addition of elements.

**Constructors**

TreeSet( ); // Default Constructor

TreeSet(Collection<? extends E> c); //TreeSet from Collection C

TreeSet(Comparator<? super E> comp); // TreeSet with custom ordering as per Comparator

TreeSet(SortedSet<E>ss); //TreeSet that contains the elements of ss.

**Important Methods of TreeSet Class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(Object o) | Adds the specified element to this set if it is not already present. |
| void clear() | Removes all of the elements from this set. |
| Object first() | Returns the first (lowest) element currently in this sorted set. |
| Object last() | Returns the last (highest) element currently in this sorted set. |
| boolean isEmpty() | Returns true if this set contains no elements. |
| boolean remove(Object o) | Removes the specified element from this set if it is present. |
| SortedSetsubSet(Object fromElement, Object toElement) | Returns a view of the portion of this set whose elements range from fromElement, inclusive, to toElement, exclusive. |

**Java Code**

[view plaincopy to clipboardprint?](http://www.w3resource.com/java-tutorial/java-treeset.php)

1. **package** treeset;


5. **import** java.util.TreeSet;


9. **public** **class** TreeSetDemo {


13. **public** **static** **void** main(String[] args) {
15. TreeSet<string> playerSet = **new** TreeSet<string>();


19. playerSet.add("Sachin");
21. playerSet.add("Zahir");
23. playerSet.add("Mahi");
25. playerSet.add("Bhajji");
27. playerSet.add("Viru");
29. playerSet.add("Gautam");
31. playerSet.add("Ishant");
33. playerSet.add("Umesh");
35. playerSet.add("Pathan");
37. playerSet.add("Virat");
39. playerSet.add("Sachin"); // This is duplicate element so will not be added again
41. //below will print list in alphabetic order
43. System.out.println("Original Set:" + playerSet);
45. System.out.println("First Name: "+ playerSet.first());
47. System.out.println("Last Name: "+ playerSet.last());


51. TreeSet<string> newPlySet = (TreeSet<string>) playerSet.subSet("Mahi", "Virat");
53. System.out.println("Sub Set: "+ newPlySet);
55. }
57. }
59. </string></string></string></string>

**Output**
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In above example we are creating TreeSet of String object. String class is having comparable interface implemented by Java library. Let’s think of case when we need to have our own objects to be stored in Set and ordering of objects as per our rule. Below example shows Cricketer as object having two properties name and battingPosition. We want to store all Cricketer object as per batting position defined means when we iterate through collection we get names as per batting positions.

**Java Code ( Cricketer.java)**

[view plaincopy to clipboardprint?](http://www.w3resource.com/java-tutorial/java-treeset.php)

1. **package** treeset;


5. **public** **class** Cricketer {


9. **private** String name;
11. **private** **int** battingPosition;


15. Cricketer(String cricketerName, **int** cBattingPosition){
17. **this**.name = cricketerName;
19. **this**.battingPosition = cBattingPosition;
21. }


25. **public** String getName() {
27. **return** name;
29. }


33. **public** **int** getBattingPosition() {
35. **return** battingPosition;
37. }


41. }

**CompareCricketer.java:** Here we are defining rules how to organize Cricketer objects in TreeMap.

**Java Code (CompareCricketer.java)**

[view plaincopy to clipboardprint?](http://www.w3resource.com/java-tutorial/java-treeset.php)

1. **package** treeset;


5. **import** java.util.Comparator;


9. **public** **class** CompareCricketer **implements** Comparator <Cricketer> {
11. @Override
13. **public** **int** compare(Cricketer arg0, Cricketer arg1) {
15. **if**(arg0.getBattingPosition() > arg1.getBattingPosition())
17. **return** 1;
19. **else** **if** (arg0.getBattingPosition() < arg1.getBattingPosition())
21. **return** -1;
23. **else** **return** 0;


27. }


31. }

**Java Code**

[view plaincopy to clipboardprint?](http://www.w3resource.com/java-tutorial/java-treeset.php)

1. **package** treeset;


5. **import** java.util.Iterator;
7. **import** java.util.TreeSet;


11. **public** **class** CustomTreeSetDemo {


15. **public** **static** **void** main(String[] args) {
17. TreeSet<cricketer> playerSet = **new** TreeSet<cricketer>(
19. **new** CompareCricketer());


23. playerSet.add(**new** Cricketer("Sachin", 1));
25. playerSet.add(**new** Cricketer("Zahir", 9));
27. playerSet.add(**new** Cricketer("Mahi", 7));
29. playerSet.add(**new** Cricketer("Bhajji", 8));
31. playerSet.add(**new** Cricketer("Viru", 2));
33. playerSet.add(**new** Cricketer("Gautam", 4));
35. playerSet.add(**new** Cricketer("Ishant", 10));
37. playerSet.add(**new** Cricketer("Umesh", 11));
39. playerSet.add(**new** Cricketer("Pathan", 5));
41. playerSet.add(**new** Cricketer("Virat", 3));
43. playerSet.add(**new** Cricketer("Raina", 6));


47. Iterator<cricketer> it = playerSet.iterator();
49. **while** (it.hasNext()) {
51. System.out.println(it.next().getName());
53. }
55. }
57. }
59. </cricketer></cricketer></cricketer>

**Output**

![java tree hashset image2](data:image/png;base64,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)

**Summary**

* TreeSet is sorted collection class
* Sorting of objects in TreeSet in natural order by default or we can provide comparator class reference for customized sorting.
* While working with large amount of data access and retrieval is faster with TreeSet